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Abstract

The tutorial is primarily based on our publication [11] and the OOHaskell draft [10]. The introductory lecture (on the Expression Problem & Co.) also leverages our publication [14]. Besides, the tutorial takes advantage of and relates to the rich literature on type-level programming (mostly in Haskell), object encoding and OO programming support in functional programming (again, mostly in Haskell, but also see the mentioning of OCaml and ML-ART), and several other subjects of programming-language research, e.g., the Expression Problem, and record calculi.

References


---

*This text is under construction. We are more than happy to add entries. In fact, we are aware of much more related work (see [10] [11]), but help with adding entries is most welcome. Please send us an email, perhaps even with a proposal for a comment to be included in this annotated bibliography.
The paper presents an advanced record calculus. It actually separates a number of roles otherwise readily merged in actual OO programming languages, and thereby allows for a design-space exploration. For instance, basic record operations, inheritance, and mixins are covered. Our work on heterogenous collections, extensible records, and OOHaskell [11, 10] relates to this line of work in so far that it shows how such calculi and their applications can be readily explored (in fact, embedded) in Haskell—based on type-level programming.


The paper describes a form of indexed type families (see [3] for a companion paper). Type families are a more recent extension to Haskell that provides an alternative to functional dependencies for multi-parameter type classes. In the tutorial, we discuss all alternatives.


The paper describes a form of indexed type families (see [2] for a companion paper). Type families are a more recent extension to Haskell that provides an alternative to functional dependencies for multi-parameter type classes. In the tutorial, we discuss all alternatives.


The paper investigates the established technique of phantom types in depth in the context of subtyping. It shows that such phantom types can be used to model subtyping hierarchies.


This is a seminal reference in so far that it describes a type-system extension for Haskell that covers extensible records and that has been actually implemented and also used relatively well. Our tutorial (and [11] for that matter) demonstrates how the expressivity (including the aspects of static typing specifically) of extensible records and other related concepts can be achieved by type-level programming.


Just like [18], this paper is a seminal reference on type-level programming in Haskell. Various, by now classical examples or idioms of type class-based programming appear in the paper. The development is specifically based on the point of view that such type class-based programming enables compile-time computations, and hence triggers a separation of static and dynamic computations. This view is similar to the one of metaprogramming in the context of C++ and its template system.


Part of the OOHaskell [10] effort was focused at the question whether we can achieve OCaml’s expressivity in Haskell by means of an appropriate extensible record system and other idioms of type-level programming. We have, in fact, covered nearly all the (principled) examples from the OCaml manual in the code distribution of OOHaskell.


The paper is the backbone of the tutorial. The paper shows that the basic tenet of OO and quite advanced expressivity (especially in terms of type-system variations) can be modelled in Haskell—starting from a powerful record calculus.


The paper advances type-level programming in Haskell based on type classes and functional dependencies. That is, the paper provides types for the programming domain of heterogeneous collections, and it shows the usefulness of this development for supporting type-safe database access and providing an extensible record system.


The paper addresses the configurations problem, i.e., the problem of propagating run-time preferences through the program. To this end, it contributes a type-level programming technique which propagates configurations type-safely through type-level reifications. Part of this technique is a simulation of coherent, local type-class instances.
The paper provides a more recent and application-oriented discussion of type-level programming in Haskell. The paper specifically discusses the more recent language constructs for type-level programming with type functions based on (indexed) type families. Various applications of type-level programming are sketched, e.g., memoization and session types.

The paper (like so many others, see, e.g., [28, 30]) discusses the Expression Problem, and other extensibility or software integration problems. The specific contribution of the paper is to clarify the capabilities of Haskell’s type classes in addressing these various problems.

This is a seminal reference on language embedding. Like many other papers of that tradition, domain-specific languages are modelled as combinator libraries, i.e., suites of higher-order functions. The approach is particularly interesting for our type-level and functional OO programming endeavour because it uses extensible records, phantom types and various forms of polymorphism for the embedding. We see type-level programming as the natural next step to achieve even more programmability in language embedding.
The paper is a seminal reference on type-level programming in Haskell. It is profound in so far that it relates such type-class programming to dependent typing. The paper is also most clear in so far that it clarifies the nature of type class-based type-level programming in Haskell—i.e., the use of counterfeits of type-level copies of data. See [7] for another similar development conceived about the same time.

Mondrian is a simple Haskell dialect with an object-oriented flavour. To this end, algebraic datatypes and type classes are combined into a simple object-oriented type system with no real subtyping, with completely co-variant type-checking. Such a simple OO type system can be explored in OOHaaskell [10] just as much as more as other forms of OO types.

The paper shows an early example of type-level programming with Haskell’s type classes, and it also discusses different styles such as the inherent logic programming style suggested by multi-parameter type-classes with functional dependencies and a conceivable, more functional notation. A number of by now classical examples occur in the paper.
The paper shows an early example of type-level programming with Haskell’s type classes, and it also proposes an extension for the support of different evaluation strategies. See [20] for a companion paper.

The paper develops an extension of Haskell, O’Haskell, to enable a form of subtyping inspired by OO programming. Such subtyping can be simulated by OOHaskell [10] and various forms of subtyping can be explored (with regard to variance, inheritance, depth of subtyping etc.).

The paper addresses interfacing of OO languages with Haskell. The paper uses multi-parameter type classes in this context. See [27] for a similar paper.

ML-ART provides the foundation to the design of OCaml, specifically its type system with object and subtyping capabilities. Our development of OOHaskell can be insightfully

ML-ART provides the foundation to the design of OCaml, specifically its type system with object and subtyping capabilities. Our development of OOHaskell can be insightfully
compared with ML-ART. While the expressivity of the final language frameworks is very similar, the underlying expressivity differs in important ways. For instance, ML-ART relies on row polymorphism whereas OOHaskell leverages type functions based on multi-parameter type classes and functional dependencies.


Template Haskell supports a form of meta-programming based on program templates, program ASTs, and compile-time computations over those entities. Such meta-programming is orthogonal to type-level programming with type classes, and the applications are largely complementary. That is, while type-level programming serves extra typing, meta-programming serves code generation and transformation.


The paper develops a type system for type-indexed types (type constructors) such as type-indexed products (relevant, for example, in XML programming), and the dual concept of type-indexed co-products. The tutorial shows (based on [11] and so far unpublished experiments) that such types can be simulated in Haskell (in a number of ways) by means of type-level programming in Haskell.


The paper describes the mapping of classes (interfaces) and subtyping hierarchies from a language like C# to Haskell. On the side of Haskell, type classes are used. The motivation for the mapping is specifically to enable a foreign-language interface—such as calling an OO library from within Haskell. A general object encoding and full subtyping for objects is not addressed. See [23] for a similar paper.
The paper describes a number of solutions (“encodings”) of the Expression Problem in Java or C# with generics available. It also discusses criteria for assessing solution proposals for the Expression Problem. As shown in [14], type-level programming in Haskell can also solve the Expression Problem, and it is insightful to compare the Java/C# solutions with the Haskell approach.

The paper addresses software extensibility in an OO context. It proposes a simple but powerful extension technique, which can also be used to solve the Expression Problem. There are arguably no elements of type-level programming in this work, but it provides a good baseline for work on extensibility problems—be it in Haskell or otherwise.

Inspired by Haskell’s type classes, the paper generalizes Java-like interfaces to achieve much of the type-class expressivity in an OO programming context. Type-level programming style is less of an issue in the paper, also because the approach is
limited to single-parameter type classes. The generalized interfaces are however sufficient to address the Expression Problem.